# Introducción A Kotlin

En este tutorial te mostraremos una introducción a Kotlin. Verás en breve: que es el lenguaje Kotlin, a que plataformas apunta, los beneficios de codificar con él y en que IDEs podemos crear programas con este lenguaje.

* [¿Qué Es Kotlin ?](https://www.develou.com/introduccion-a-kotlin/#Que_Es_Kotlin)
* [Plataformas Objetivo Soportadas](https://www.develou.com/introduccion-a-kotlin/#Plataformas_Objetivo_Soportadas)
* [Interoperabilidad Con Java](https://www.develou.com/introduccion-a-kotlin/#Interoperabilidad_Con_Java)
* [¿Por Qué Usar Kotlin?](https://www.develou.com/introduccion-a-kotlin/#Por_Que_Usar_Kotlin)
* [IDEs Que Soportan Kotlin](https://www.develou.com/introduccion-a-kotlin/#IDEs_Que_Soportan_Kotlin)
* [¿Qué Sigue?](https://www.develou.com/introduccion-a-kotlin/#Que_Sigue)

## ¿Qué Es Kotlin ?

[Kotlin](https://kotlinlang.org/) es un lenguaje de propósito general que soporta tanto programación funcional como orientada a objetos.

A su vez es un proyecto de código abierto desarrollado por la compañía [JetBrains](https://www.jetbrains.com/es-es/" \t "_blank) , la cual es su principal conductor, con la ayuda de la [comunidad](https://discuss.kotlinlang.org/).

Usa un tipado estático como Java, pero también puede omitir los tipos pareciéndose a los [lenguajes tipados dinámicamente](https://docs.oracle.com/cd/E57471_01/bigData.100/extensions_bdd/src/cext_transform_typing.html).

Nace con la necesidad de mejorar la legibilidad y expresiones que Java usa.

## Plataformas Objetivo Soportadas

Kotlin permite compilar aplicativos para:

* **JVM** (Android y aplicaciones servidor)
* **JavaScript**
* **Nativo** (iOS).

En esta serie de tutoriales usaremos JVM para ejecutar los ejemplos propuestos al aprender los temas centrales de Kotlin.

Sin embargo, cuando pases a codificar [apps Android](https://www.develou.com/android/) será fácil ya que usarás los mismos fundamentos vistos en esta guía de Kotlin.

## Interoperabilidad Con Java

Kotlin es un lenguaje de programación que corre sobre **la máquina virtual de Java**. Esto facilita la comunicación entre ambos lenguajes.

La interoperabilidad posibilita que Kotlin pueda usar todas los frameworks y librerías de Java.

O incluso mezclar ambos códigos en un mismo proyecto.

El código fuente de Kotlin es compilado a bytecodes de Java por la máquina virtual, por lo que generará archivos .class.

## ¿Por Qué Usar Kotlin?

Usando Kotlin te beneficiarás de:

* **Menos código**: JetBrains estima que puedes reducir hasta un 40% de líneas de código en comparación a Java.
* **Código más seguro**: Reduce la aparición de excepciones de nulos al usar tipos no anulables.
* **Interoperabilidad**: Kotlin es 100% interoperable con Java. Lo que significa que puedes llamar código Java desde Kotlin y viceversa.
* **Corrutinas**: Las corrutinas de Kotlin simplifican la ejecución de tareas asíncronas
* **Desarrollo Multiplataforma**: Con Kotlin puedes desarrollar aplicaciones Android, iOS y aplicaciones web. Con el fin de compartir código en común entre ellas.

## IDEs Que Soportan Kotlin

Para programar en Kotlin puedes elegir entre:

* [IntelliJ IDEA](https://www.jetbrains.com/es-es/idea/)
* [Android Studio](https://developer.android.com/studio)
* [Eclipse](https://www.eclipse.org/downloads/)
* [NetBeans](https://netbeans.apache.org/download/index.html).

También puedes compilar programas Kotlin con su propio [compilador de línea de comandos](https://kotlinlang.org/docs/tutorials/command-line.html).

# Variables En Kotlin

En este tutorial aprenderás a declarar y usar variables en Kotlin para almacenar datos en memoria. Verás que existen variables de solo lectura (read-only) y mutables, además de la inferencia que el compilador de Kotlin realiza.

* [¿Qué Es Una Variable?](https://www.develou.com/variables-en-kotlin/#Que_Es_Una_Variable)
* [Variables De Solo Lectura](https://www.develou.com/variables-en-kotlin/#Variables_De_Solo_Lectura)
* [Variables Mutables](https://www.develou.com/variables-en-kotlin/#Variables_Mutables)
* [Inferencia De Tipos](https://www.develou.com/variables-en-kotlin/#Inferencia_De_Tipos)
* [¿Qué Sigue?](https://www.develou.com/variables-en-kotlin/#Que_Sigue)

## ¿Qué Es Una Variable?

Una variable es una posición en memoria que contiene un valor asociado a un nombre. Su contenido se especifica por el tipo de dato que le especifiques al compilador.

En [Kotlin](https://kotlinlang.org/docs/reference/basic-syntax.html" \l "defining-variables" \t "_blank) el cambio del valor de una variable a lo largo del flujo del programa, depende del identificador usado como verás a continuación.

## Variables De Solo Lectura

Una variable de solo lectura (read-only) es una variable que no puede ser reasignada.

Para declararlas, usa la palabra reservada val. y especifica su tipo de dato a su derecha con dos puntos (:).

O declárala con su tipo y asígnala en una línea futura.

val xPos: Int = 1 // Asignación junto a declaración

val yPos: Int // Declaración

yPos = 5 // Asignación

El valor que les asignes en su declaración no podrás cambiarlo posteriormente. Si lo intentas el compilador te mostrará este error.

Val cannot be reassigned

En [IntelliJ IDEA](https://www.develou.com/hola-mundo-en-kotlin/) el compilador te lo advertirá justo en la escritura:
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Puedes interpretar las variables de solo lectura como la correspondencia al modificador final de Java.

Si no defines el tipo ni asignas un valor a la variable en la declaración, obtendrás este error:

This variable must either have a type annotation or be initialized

![Interfaz de usuario gráfica, Texto
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En el caso de que cuentes con declaración con tipo, pero intentes usarla en una sentencia se te reclamará la inicialización.

val enemyHealth: Int

println(enemyHealth)

El error que te arrojará sería este:

Variable 'enemyHealth' must be initialized
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## Variables Mutables

Este tipo de variables las declaras con la palabra reservada var. Te permiten modificar su valor cuando lo desees.

Si haces que la variable del ejemplo de la sección anterior sea mutable, ya no tendrás el error y se asignara el nuevo valor.

fun main() {

// 2. Variables mutables

var xPos: Int = 1

val yPos: Int = 5

xPos = 2

println("Coordenada actual del jugador: ($xPos, $yPos)")

}

Si corres la aplicación obtendrás como salida:

Coordenada actual del jugador: (2, 5)

**Nota**: El operador $ que viste al interior del string de println(), permite insertar el valor de la variable referenciada. Veremos esto más en detalle en el tutorial de Strings.

## Inferencia De Tipos

En Kotlin puedes omitir los tipos de las variables en su declaración, ya que el compilador puede inferirlos de acuerdo al valor de su asignación.

val playerName = "Oliver" // Se infiere :String

val playerHealth = 75 // Se infiere :Int

val playerLucky = 0.2 // Se infiere :Double

Pero que el compilador te apoye con la asignación del tipo, no significa que nunca los especifiques o que no respetes el contenido.

Por ejemplo, intentar asignar un tipo de naturaleza distinta.

var playerSpeed = 12

playerSpeed = "Lento" // Error

El compilador arrojará el siguiente error, ya que estas asignando una cadena a lo que el compilador había inferido como entero:

Type mismatch: inferred type is String but Int was expected

O en caso de IntelliJ IDEA lo verás de forma emergente.

![Error Type mismatch en Kotlin](data:image/png;base64,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)

En la medida que puedas, busca usar val en vez de var, ya que facilitará el enfoque funcional en tu aplicación, el cual es más fácil de entender y soportar.

## El Tipo String

La [clase String](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-string/) es la que representa a los strings Kotlin con el fin de tratar texto en nuestros programas.

class String : Comparable<String>, CharSequence

Cada literal String de a forma "cadena" es creado como una instancia de la clase. Por lo que solo basta con usar las comillas dobles para encerrar múltiples caracteres que representen el String deseado:

val customerName:String = "Claudia Martinez"

val customerName = "Claudia Martinez" // Puedes omitir el tipo

## Caracteres De Un String

Debido a que String implementa la interfaz CharSecuence, es posible interpretar el conjunto como una secuencia de elementos Char.

Esto te permitirá leer los caracteres en sus posiciones a través de get() o su operador equivalente de acceso en corchetes string[indice]:

println(customerName[5])

println(customerName.get(5))

También es posible recorrerlos a través del [bucle for](https://www.develou.com/for-en-kotlin/):

for(char in customerName){

print(char)

}

Incluso usar la propiedad de extensión indices para obtener el rango de índices que sirvan de referencia en el bucle for:

for (index in customerName.indices) {

println(customerName[index])

}

Si quieres saber el tamaño de la secuencia de caracteres, accede a la propiedad miembro length del string.

println(customerName.length) // 16

## Concatenar Strings En Kotlin

Para crear la combinación de varios valores en un solo String, usa el operador de adición + como herramienta de concatenación.

Este te permite generar una nueva cadena entre un String y otro tipo de la siguiente forma:

// Concatenación

val a = "José" + " Monteria"

val b = "Cantidad de ahorros: " + 536.4

val c = "Resultado: " + (2 + 4)

Puedes usar a combinación de variables o literales si así lo deseas. Incluso puedes usar el operador de asignación y adición en su forma simplificada:

var d = "Nueva concatenación"

d += '!'// "Nueva concatenación!"

## Strings Con Múltiples Líneas

En ocasiones es necesario crear literales de String que posean múltiples líneas y que sean interpretadas en su forma plana (raw strings).

Esto puedes lograrlo usando la sintaxis de triple doble comillas (""") para encerrar el conjunto de caracteres.

fun main() {

// raw string

val welcomeText = """

¡Bienvenido a la guía de Kotlin de develou.com!

En esta serie de tutoriales aprenderás

los conceptos básicos sobre el lenguaje

y las herramientas necesarias para probarlo

"""

println(welcomeText)

}

Salida:

¡Bienvenido a la guía de Kotlin de develou.com!

En esta serie de tutoriales aprenderás

los conceptos básicos sobre el lenguaje

y las herramientas necesarias para probarlo

Como ves, la construcción del String con múltiples líneas conserva la sangría y espacios de origen.

Para eliminarlos usa la función trimMargin(), la cual usa como referencia el prefijo '|' como delimitador de las márgenes:

fun main() {

// raw string

val welcomeText = """

|¡Bienvenido a la guía de Kotlin de develou.com!

|En esta serie de tutoriales aprenderás

|los conceptos básicos sobre el lenguaje

|y las herramientas necesarias para probarlo

""".trimMargin()

println(welcomeText)

}

**Salida:**

¡Bienvenido a la guía de Kotlin de develou.com!

En esta serie de tutoriales aprenderás

los conceptos básicos sobre el lenguaje

y las herramientas necesarias para probarlo

## Plantillas De Strings En Kotlin

En Kotlin es posible crear expresiones interpoladas sobre Strings o también conocidas como la sintaxis de plantillas de Strings ([String Templates](https://kotlinlang.org/docs/basic-types.html" \l "string-templates" \t "_blank)).

La interpolación te permite concatenar literales junto a fragmentos de expresiones antecedidas por el símbolo '$'. Hay dos formas de hacerlo:

* $id, donde id es un identificador simple
* ${e}, donde e es una expresión valida en Kotlin

Veamos un ejemplo de un identificador simple:

fun main() {

val playerName = "NKiller"

println("Tu nuevo nombre es $playerName")

}

**Salida:**

Tu nuevo nombre es NKiller

Como ves, el fragmento interpolado $playerName es convertido a String y el resultado final es la concatenación de todos los fragmentos.

En el caso de las expresiones, debes usar llaves ({}) para encerrar la expresión. De esa forma el resultado sigue el mismo de conversión a String y es aplicado a la concatenación final:

fun main() {

println("Tamaño del nick:${playerName.length}")

}

**Salida:**

Tamaño del nick:7

La expresión final de acceso ${playerName.length} es resuelta primero accediendo al entero 7 y luego se convierte a través del método toString().

Este tipo de plantillas te permitirá incluir todo tipo de expresiones como operaciones aritméticas, acceso a métodos, ejecución de funciones, etc.

## Crear Arrays

Un [arreglo](https://kotlinlang.org/docs/basic-types.html#arrays) es una estructura con valores de datos, que están almacenados de forma contigua en memoria. Todos los elementos son referenciados por un mismo nombre y tienen el mismo tipo de dato.

Los elementos estarán indexados tomando como base el 0 y el tamaño declarado del arreglo será fijo.

![Arrays En Kotlin: Forma de un arreglo](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAesAAACWCAMAAADJ5lA4AAAAVFBMVEX///8AM2YAAAAGBgbz8/Tp7vJ4eHg+ZYxmhaOOjo4ENmn4+fsQP2+jtciBmrQiTntzj6tRdJcTExPE0NyTqb44YIe7ydeAgIAAMGHg5uxTU1MAECH9S0AIAAADt0lEQVR42uyci3aqMBBF4wGLtfb9uo///89LWjUg9ZJKqiGz9yqlZo2Jmc0YdBUcAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEAyFvZwVlnYw1llYQ9nlXbuxBkh95zjGte4xjWu88tl7nElknvOcY1rXOMa1/nlMve4Esk957jGNa5xjev8cpl7XInknnMTruXxO/czXNeDuYexho+HcVJUnCc+Tin7k3avNG/XH6/vJ11X1VVduut2m4Xr7S95nGe7VyL915W3faweolyPxcX3tw9TZH/luW6RutuuwSXgSWpt/+rOXZ0RPd0cnRznLhSncDDOyHV4ELaWd02n+vv13DV+TiNdKG7k9QU0k3OzoWsp/J26rvtISu3GpXMoT9Gu1a3p1Ov10GHOrp2nKNcHjuUSu/amR3Ke0LVw/T3XSlrX9X9yqYus17HjlrZeO0k9v5Im13Xc3CVFr5uR/SnNuKG/oup6DL4jLeg70q/BNa5xjetsc5l7XInknnNc4xrXuMZ1frnMPa5Ecs85rnGNa1zjOr9c5h5XIrnnHNct3AeJ+yDhGte4Nu8aAPbIgRFQDWUgKTYwZX/SCQNP76++/mZdq6Bal98ic5mkv0C062RB9VVVjXRT8pt6tGuX0HV61U5xpquIutb+KllpW9ehZbef4zEwwc1kO2nDpFHT0tNoN4MrMvw+tHzu51nwckrteto6fOKCqbG4P5WO8z449BX2oWfNewVPWdfp6/97JaSJdT3u+gPewzthSV17pvcX1utJrud90pbatZRg3PT1H2wbdp3687A8ScYNJOyvjqrrQs/N4IjrAj9zAQAAQG7cOVtYm28Xa/9+ZW2+ludubb6W525tvpbnbm2+XRpnC2vz7VA3S2eJZVM7s7yunCVWr84uN83KTmUvV82NM8zNw/rx5bl838vnl8f1g2nVLcvbVXO/Wd8tzsB6c9+sbpcfoz48vrbDLs44bvlHdBxnOeJDfd3eN3dvv92ZqK3X8wSmr5ubNwc2WFn+TsMYy4Xhz7nW2DiwAu/hdsC1HdYOAAAAAAAAfgJx+WoR6JMTVPdbuc51FijJ87h+fQ50r0GXk//pNfUfhxLWtm3Gt6QwR++uE7ut3xQed56yb8P1bAjFGryr39R3faSN9Tp/5DySDl1LGnPt2bWxXufPXuKBa8XUdUC8keePgqi+Y1wXx95v33VoGjs3w/VsOLz7cnCv4Hj8M5cT52YAAAD/2oMDAQAAAABB/tYLjFABAAAAAAAAAAAAAACwAubUFl+BvdFRAAAAAElFTkSuQmCC)

Kotlin usa la clase genérica Array<T> para representar arreglos. Crear instancias con un tipo parametrizado usa los siguientes métodos:

* arrayOf(vararg elements:T): recibe un argumento variables con elementos de tipo T y retorna el arreglo que los contiene.
* arrayOfNulls(size:Int): crea un arreglo de tamaño size con elementos de tipo T e inicializa los valores con null
* emptyArray(): crear un arreglo vacío con el tipo T

**Por ejemplo:**

Considera que necesitas almacenar el valor de los ingresos de 12 meses del usuario. En vez de crear 12 variables para cada mes (januaryIncome, febrauryIncome, etc.) optas por crear un arreglo con estos elementos:

val income = arrayOf<Double>(

0.5, 2.5, 4.0, 5.0,

4.5, 6.0, 7.6, 8.0,

5.0, 6.4, 4.0, 9.1

)

Al igual que cualquier declaración de instancias, puedes omitir el tipo parametrizado <Double> porque el compilador de Kotlin puede inferirlo.

### Usar Constructor Array()

Si deseas crear un array con un tamaño especifico y calcular todos sus elementos a partir de una función, entonces usa el constructor Array(size, init).

Por ejemplo, creemos un array que contenga los número del 1 al 10 con signo negativo:

fun main() {

val negativeNumbers = Array(10) { -(it + 1) }

println(negativeNumbers.joinToString())

}

**Salida:**

-1, -2, -3, -4, -5, -6, -7, -8, -9, -10

El segundo parámetro init de Array() es del [tipo función](https://www.develou.com/tipos-funcion-en-kotlin/) Int -> T, donde el parámetro entero es el índice y el cuerpo la expresión que calcula el valor del elemento. Por esto pasamos la función lambda { -(it + 1) }.

La función joinToString() permite crear un String legible para imprimir. Aunque también puedes usar contentToString().

println(negativeNumbers.contentToString())

// [-1, -2, -3, -4, -5, -6, -7, -8, -9, -10]

## Acceso A Elementos

La clase Array te provee operadores set() y get() para asignar y obtener valores en los índices de tus arreglos. Sin embargo, es preferible usar el operador de acceso indexado [ ] para referirte a los elementos.

fun main() {

val planets = arrayOfNulls<String>(8)

planets[0] = "Mercurio"

planets[1] = "Venus"

planets[2] = "Tierra"

planets[3] = "Júpiter"

planets[4] = "Saturno"

planets[5] = "Urano"

planets[6] = "Neptuno"

planets[7] = "Plutón"

println(planets.contentToString())

}

**Salida:**

[Mercurio, Venus, Tierra, Júpiter, Saturno, Urano, Neptuno, Plutón]

Como ves, la asignación a cada posición del array de planetas se realiza con los índices en corchetes. La tierra como está en la posición 3 sería asignada con [2].

## Recorrer Arrays

Una de las formas más convencionales de recorrer arreglos es a través del [bucle for](https://www.develou.com/for-en-kotlin/) a través del operador in junto a la propiedad de extensión indices. Esta contiene el rango válido de los índices del array.

Retomemos el ejemplo anterior de planetas. Si quisiéramos imprimir cada línea con la posición y el bucle para recorrerlo se vería así:

fun main() {

val planets = arrayOfNulls<String>(8)

planets[0] = "Mercurio"

planets[1] = "Venus"

planets[2] = "Tierra"

planets[3] = "Júpiter"

planets[4] = "Saturno"

planets[5] = "Urano"

planets[6] = "Neptuno"

planets[7] = "Plutón"

for(i in planets.indices){

println("${planets[i]} está en la posición ${i+1}")

}

}

**Salida:**

Mercurio está en la posición 1

Venus está en la posición 2

Tierra está en la posición 3

Júpiter está en la posición 4

Saturno está en la posición 5

Urano está en la posición 6

Neptuno está en la posición 7

Plutón está en la posición 8

Ahora, también es posible usar el atributo size del mismo array:

for (i in 0 until planets.size) {

println("${planets[i]} está en la posición ${i + 1}")

}

Otra opción es usar la función de extensión forEachIndexed(), la cual recibe como parámetros el índice y el valor, y te permite imprimir en el cuerpo:

planets.forEachIndexed { i, v ->

println("$v está en la posición ${i+1}")

}

# Propiedades lateinit En Kotlin

En este tutorial hablaremos sobre las propiedades lateinit en Kotlin y cómo pueden proveerte un mecanismo para inicialización tardía

* [El Modificador lateinit](https://www.develou.com/propiedades-lateinit-en-kotlin/#El_Modificador_lateinit)
* [Restricciones De Propiedades lateinit](https://www.develou.com/propiedades-lateinit-en-kotlin/#Restricciones_De_Propiedades_lateinit)
* [Ejemplo De Propiedades lateinit En Kotlin](https://www.develou.com/propiedades-lateinit-en-kotlin/#Ejemplo_De_Propiedades_lateinit_En_Kotlin)
  + [Solución Con Propiedad Anulable](https://www.develou.com/propiedades-lateinit-en-kotlin/#Solucion_Con_Propiedad_Anulable)
  + [Solución Con Propiedad lateinit](https://www.develou.com/propiedades-lateinit-en-kotlin/#Solucion_Con_Propiedad_lateinit)
* [Comprobar Inicialización Con isInitialized](https://www.develou.com/propiedades-lateinit-en-kotlin/#Comprobar_Inicializacion_Con_isInitialized)

## El Modificador lateinit

El modificador [lateinit](https://kotlinlang.org/docs/reference/properties.html" \l "late-initialized-properties-and-variables" \t "_blank) te permite inicializar una propiedad [no anulable](https://www.develou.com/anulabilidad-en-kotlin/) por fuera del constructor.

Este mecanismo te ayuda cuando deseas asignar el valor de una propiedad después y no deseas usar comprobaciones de nulos (expresiones if, operador de acceso seguro o aserciones) una vez inicializada.

lateinit var propiedad:String

## Restricciones De Propiedades lateinit

Ten en cuenta las siguientes restricciones a la hora de definir una propiedad lateinit:

* Deben ser propiedades mutables var (es evidente, ya que necesitas cambiar el valor fuera del constructor)
* Debe declararse en el cuerpo de la clase, no el [constructor primario](https://www.develou.com/constructores-en-kotlin/)
* No deben tener accesores (get y set) personalizados
* No pueden declararse con [tipos primitivos](https://www.develou.com/tipos-primitivos-en-kotlin/)
* No pueden ser anulables

## Ejemplo De Propiedades lateinit En Kotlin

Supongamos que hemos creado un pequeño framework para videojuegos compuesto de las clases Game y VideoController.

Game representa a la entidad maestra que controla las reglas del mundo y la creación de las abstraciones como VideoController.

Y VideoController es el controlador asociado a la creación de escenas y renderizado.

### Solución Con Propiedad Anulable

Proveeremos a Game de dos métodos, init() para inicializar el componente de video y createScene() para generar la escena preliminar.

class VideoController(var screenWitdh: Int, var screenHeight: Int)

class Game {

private var videoController: VideoController? = null

fun init(witdh:Int, height:Int) {

videoController = VideoController(witdh, height)

}

fun createScene() {

print("Resolución de ${videoController?.screenWitdh}x" +

"${videoController?.screenHeight}")

}

}

Como no podemos dejar a videoController sin valor hasta init(), entonces lo declaramos como anulable para asignarle null.

En createScene() usaremos el operador de acceso seguro .? para acceder a screenWitdh y screenHeight.

Como puedes notar, si en el futuro tuviésemos más usos del controlador de video dentro de Game, tendríamos grandes cantidades de comprobaciones de nulos.

Resolvamoslo con el modificador lateinit.

### Solución Con Propiedad lateinit

Usa el modificador lateinit en la declaración de videoController.

private lateinit var videoController: VideoController

Inmediatemente IntelliJ IDEA te sugerirá que ya no es necesario el uso del operador ?.:

![Unnecessary safe call Kotlin](data:image/png;base64,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)

Así que retiralos:

fun createScene() {

print("Resolución de ${videoController.screenWitdh}x" +

"${videoController.screenHeight}")

}

Ahora prueba su funcionamiento creando una instancia de Game, inicializa los componentes y luego crea la escena:

fun main() {

val game = Game()

game.init(800,600)

game.createScene()

}

En la salida tendrás:

Resolución de 800x600

## Comprobar Inicialización Con isInitialized

Si intentas comentar la línea game.init(800,600) de la ejecución anterior, obtendrás una excepción del tipo UninitializedPropertyAccessException:

Exception in thread "main" kotlin.UninitializedPropertyAccessException:

lateinit property videoController has not been initialized

Y es algo que se esperaba, el valor no tiene un valor de inicialización, ya que no se respetó la secuencia de tu framework.

Para determinar si la propiedad fue o no inicializada, llama a isInitialized en la [referencia de la propiedad](https://www.develou.com/reflexion-en-kotlin/#referencias-de-propiedades).

Por ejemplo, en createScene() puedes verificar la propiedad isInitialized antes de acceder al controlador de video. Si no ha sido inicializada crea un controlador por defecto.

class Game {

//...

fun createScene() {

if (!this::videoController.isInitialized) {

videoController = VideoController(300, 300)

}

print(

"Resolución de ${videoController.screenWitdh}x" +

"${videoController.screenHeight}"

)

}

}

Al ejecutar el programa sin llamar a init() tendrás:

Resolución de 300x300

## ¿Qué Es Un Constructor?

Un constructor es una función especial que se usa para inicializar el contenido de las nuevas instancias de una [clase](https://www.develou.com/clases-en-kotlin/).

A diferencia de otros lenguajes, no usas la palabra new para crear el objeto, si no que llamas al constructor como una función normal.

class Player

val player1 = Player()

Como ves, usas el nombre de la clase para realizar la llamada.

Si no provees un constructor, entonces el compilador de Kotlin genera uno sin parámetros por defecto.

Los constructores de una clase pueden escribirse como **primarios** y **secundarios**. Observa de qué se trata.

## Constructor Primario

El constructor primario o principal, hace parte de la cabecera de la clase. Este recibe como argumentos, aquellos datos que necesitas explicitamente para inicializar las propiedades al crear el objeto.

En su sintaxis concisa, si declara con val o var antes del parámetro de un constructor primario, creas una propiedad automáticamente en la clase.

Usa la palabra reservada constructor luego del nombre de la clase:

class ClaseEjemplo constructor(val propiedad1:Tipo, var propiedad2:Tipo, ...)

Si no tienes anotaciones o modificadores de visibilidad puedes omitirla:

class ClaseEjemplo(val propiedad1:Tipo, var propiedad2:Tipo, ...)

### Ejemplo De Constructor Primario

Supón que estamos creando un juego RPG y necesitamos modelar la clase para las armas que usarán los personajes de los jugadores. Se necesitarán los atributos para el daño de ataque y la velocidad de golpe.

La definición de la clase junto con constructor primario se vería así:

class Weapon(val attack: Int, val speed: Double)

Al crear la instancia de una nueva arma, llamamos al constructor como una función y pasamos los argumentos para las propiedades requeridas:

fun main() {

val weapon1 = Weapon(3, 0.5)

println("Arma 1 (ataque:${weapon1.attack}, velocidad: ${weapon1.speed})")

}

Al imprimir el contenido del objeto creado se reflejarían las propiedades establecidas para weapon1.

Arma 1 (ataque:3, velocidad: 0.5)

### Bloques De Inicialización

Es posible expandir la inicialización de las propiedades usando la sección init en la clase para el constructor primario.

En ella incluyes como cuerpo la lógica de asignación.

Por ejemplo, la clase Weapon puede ser escrita en forma expandida de la siguiente forma:

class Weapon(attack: Int, speed: Double) {

val attack: Int

val speed: Double

init {

this.attack = attack

this.speed = speed

}

}

Con la sintaxis completa, las propiedades son declaradas al interior de la clase y los parámetros pasan a solo ser parámetros de constructor sin val ni var.

Si los nombres de los parámetros del constructor se llaman igual a las propiedades, usa la expresión this para acceder a la propiedad de la instancia que intentas generar con el constructor.

### Visibilidad Del Constructor

Cambia la visibilidad de tus constructores en Kotlin usando los [modificadores](https://www.develou.com/visibilidad-en-kotlin/) existentes (public, internal, protected y private).

La sintaxis consiste en usar la palabra reservada constructor y anteponer el modificador.

class Item internal constructor(name: String)

## Constructores Secundarios

Si la lista de argumentos del constructor primario no satisface la creación de tu objeto en alguna circunstancia, entonces puedes crear un constructor secundario a la medida.

Su declaración se realiza a través de constructor al interior de la clase.

Si tienes un constructor primario es obligatorio usar la expresión this para delegarle los parámetros que requiera.

Luego escribe la lógica de inicialización en el bloque.

class Clase{

constructor(parametro1:Tipo, parametro2:Tipo /\*,..\*/): this(/\*parametros\*/){

/\* Cuerpo de constructor \*/

}

}

### Ejemplo De Constructor Primario Y Secundario

Se requiere crear una clase de contactos que contenga los atributos Id y Nombre. Se pueden crear contactos con tan solo el nombre y el Id autogenerado. O también con ambos valores.

Esto puedes solucionarlo así:

class Contact(var name: String) {

var id: String

init {

id = UUID.randomUUID().toString()

}

constructor(id:String, name: String) : this(name){

this.id = id

}

}

Declaras un constructor primario con el nombre y la autogeneración del Id en el bloque de inicialización.

Luego en el constructor secundario recibes ambos parámetros. Delegas hacia el constructor primario el nombre y el id lo reemplazas.

De esta forma puedes crear los dos tipos de contactos:

Contact("Erika")

Contact("C-1", "Mauricio")

### Ejemplo Con Dos Constructores Secundarios

Sin embargo, la delegación del ejemplo anterior no es necesaria, ya que no usas un valor autogenerado en el Id en la llamada del constructor con dos parámetros.

En cambio sí reescribes con dos constructores secundarios la clase, evitarías esa ejecución extra:

class Contact {

var id: String

var name: String

constructor(name: String) {

this.name = name

id = UUID.randomUUID().toString()

}

constructor(id: String, name: String){

this.id = id

this.name = name

}

}

Y al instanciar sería exactamente igual:

val contacto1 = Contact("Erika")

val contacto2 = Contact("C-1", "Mau

## Declaración De Una Clase

Conceptualmente, las clases son el componente medular del paradigma de [POO](https://es.wikipedia.org/wiki/Programaci%C3%B3n_orientada_a_objetos) (Programación Orientada A Objetos). En donde representan entidades o conceptos, que hacen parte de un modelo predefinido.

En Kotlin, una clase es una agrupación de propiedades (atributos) y funciones (métodos) miembro, que actúan como una plantilla para la instanciación de objetos.

La declaración de una clase se compone de:

* Nombre de la clase
* Cabecera
* Cuerpo

Para definirla, usa la palabra clave class seguido de su nombre.

class Supervisor {

/\*\*Cuerpo de clase\*\*/

}

La anterior declaración está en una forma reducida. Sin embargo, la declaración de la cabecera puede llevar más elementos como:

* Modificadores
* Declaración de parámetros
* Constructor primario
* Herencia
* Restricciones de tipo

En la gramática de Kotlin, esos elementos de la cabecera y el bloque de código para el cuerpo son opcionales. Por lo que incluso podrías reducir la declaración a:

class Supervisor

## Ejemplo De Declaración De Clase

A continuación verás un ejemplo simple donde puedes aplicar los conceptos básicos de POO y la definición de clases en Kotlin.

### Problema

Supón que estamos creando un juego, donde un avión se mueve en dos dimensiones a lo largo de un límite de [300,300]. Su posición inicial debe ser [0,0].

El objetivo es modelar dicho avión, junto a su información de coordenadas y permitir modificarlas dependiendo de la dirección en que se desplaza.

### Solución

Al analizar el enunciado, sabrás que la clase Avion (Plane) se estructura así

**Atributos**

* Posición en eje x
* Posición en eje y

**Métodos**

* **Movimientos hacia la izquierda** — Restar la unidad al eje x. Evitar el decremento menor a 0
* **Movimiento hacia la derecha** — Sumar la unidad al eje x. Evitar el incremento superior a 300
* **Movimiento hacia arriba** — Restar la unidad al eje y. Evitar decrementos menores a 0
* **Movimiento hacia abajo** — Sumar la unidad al eje y. Evitar incrementos mayores a 300

La siguiente es una de las posibles soluciones en código, al anterior análisis:

class Plane {

var x: Int = 0

private set

var y: Int = 0

private set

fun moveLeft() {

x -= if (x == 0) 0 else 1

}

fun moveRight() {

x += if (x == 300) 0 else 1

}

fun moveUp() {

y -= if (y == 0) 0 else 1

}

fun moveDown() {

y += if (y == 300) 0 else 1

}

}

Los atributos x e y se definen como propiedades mutables con [var](https://www.develou.com/variables-en-kotlin/" \t "_blank) y de tipo Int.

Cada método es una función miembro sin retorno que altera los ejes, a través de una [expresión if](https://www.develou.com/expresion-if-en-kotlin/) que bifurca las condiciones del diseño.

## Crear Instancias De Clases

Para crear una instancia de una clase, usa una llamada regular de funciones para el constructor.

val plane = Plane()

Puedes acceder a la propiedad miembro con la notación instancia.propiedad.

plane.x

Por ejemplo:

Simular el desplazamiento **Derecha > Derecha > Abajo > Arriba > Izquierda** de un avión. Luego imprimir su posición final.

fun main() {

val plane = Plane()

plane.moveRight()

plane.moveRight()

plane.moveDown()

plane.moveUp()

plane.moveLeft()

println("Posición actual del avión: (${plane.x},${plane.y})")

}

La salida en consola será:

Posición actual del avión: (1,0)

## ¿Qué Es Una Función?

Kotlin es un lenguaje que te permite aplicar estilos de [programación funcional](https://kotlinlang.org/docs/reference/faq.html#is-kotlin-an-object-oriented-language-or-a-functional-one) en tus aplicaciones. Por ello la **función** es una herramienta indispensable.

Una función es un conjunto de instrucciones que realizan una tarea específica, empaquetadas como unidad.

Esta puede ser llamada en el lugar donde sea que la necesites para ejecutar las sentencias.

## Sintaxis De Declaración

El siguiente ejemplo muestra la sintaxis de declaración de una función en Kotlin:

fun square(x: Int): Int {

return x \* x

}

La anterior función eleva al cuadrado un parámetro entero.

La declaración comienza con la palabra clave fun y se conforma de:

![Sintaxis de declaración de una función](data:image/png;base64,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)

* **Nombre de la función** − Es el nombre que eliges para la función con el fin de esclarecer su propósito
* **Lista de parámetros** − Datos de entrada para la función. Defínelos como nombre:tipo y sepáralos por comas.
* **Tipo de retorno** − Tipo de dato de salida de la función. Una función con un cuerpo de bloque de código, siempre debe tener su tipo definido.
* **Cuerpo de la función** – Son todas las sentencias que realizan la tarea para llegar al resultado final de retorno. Usa la expresión return para devolver el valor.

## Llamar Una Función

La forma de invocar a una función es escribir el nombre en el punto del flujo donde requieras ejecutar las instrucciones y pasarle los argumentos con que se declaró.

Por ejemplo, llama la anterior función así:

fun square(x: Int): Int {

return x \* x

}

fun main() {

print(square(2))

}

Al ejecutar el programa la salida será 4.

### Funciones Con Cuerpo De Expresión

Si tu función retorna tan solo una expresión, puedes reducir su sintaxis a una función con cuerpo de expresión. Donde la expresión es ubicada luego del signo = en línea con la firma de la función.

**Por ejemplo:**

Determinar el resultado del modelo matemático f(x,y,z) = 3x-2y+z2 en el punto A=(1,0,5):

fun model(x: Int, y: Int, z: Int) = 3 \* x - 2 \* y + z \* z

fun main() {

println("f(1,0,5)= ${model(1, 0, 5)}")

}

El modelo matemático comprende tres variables de entrada, por lo que esos serán el número de parámetros. En la misma línea, construimos la ecuación con [operadores aritméticos](https://www.develou.com/operadores-en-kotlin/) y así llamarla desde main() con los valores propuestos.

El resultado sería:

f(1,0,5)= 28

La declaración con cuerpo de expresión única, permite que el compilador infiera el tipo y así poder omitirlo de la función.

Por otro lado, IntelliJ IDEA puede hacer la **conversión a single-expression body** por ti, si despliegas las acciones emergentes en la función.

![IntelliJ IDEA Convert to expression body en Kotlin](data:image/png;base64,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)

### Retorno Tipo Unit

Unit es la palabra reservada análoga a void en Java. Esto determina que una función no retorna valor.

**Ejemplo**: Crear una función que imprima si un carácter es una vocal o no.

fun isVowel(c: Char): Unit {

when (c) {

'a', 'e', 'i', 'o', 'u' -> println("$c es una vocal")

else -> println("$c no es una vocal")

}

}

fun main() {

isVowel('v')

}

La solución propuesta, usa una [expresión when](https://www.develou.com/expresion-when-en-kotlin/) para comprobar si el parámetro de tipo Char coincide con las vocales.

Sin embargo, como no deseamos retornar un valor significativo hacia el exterior, usamos como tipo de retorno Unit.

La salida del programa sería:

v no es una vocal

**Omitir tipo Unit** − Aunque el compilador de Kotlin no puede realizar inferencias de tipos con funciones con cuerpo de bloques de código, el tipo Unit es una excepción, es posible omitirlo de la declaración debido a su naturaleza.

La anterior función la puedes reescribir sin él:

fun isVowel2(c: Char) {

when (c) {

'a', 'e', 'i', 'o', 'u' -> println("$c es una vocal")

else -> println("$c no es una vocal")

}

}

## Lanzar Excepciones En Kotlin

Para lanzar lanzar [objetos de excepción](https://kotlinlang.org/docs/exceptions.html) en Kotlin, usa la expresión throw seguido de la instanciación del tipo. Al igual que en Java, la declaración del tipo debe tener como supertipo a la interfaz Throwable.

Considera un programa sencillo que lee por teclado un texto escrito por el usuario, donde se desea contar la cantidad de dígitos que el texto tenga.

En el caso de que el texto que introduzca sea nulo o un espacio en blanco, entonces lanzaremos una excepción que indique el incumplimiento de esta precondición.

fun main() {

print("Escribe el texto: ")

val userInput = readLine()

println("Cantidad de digitos: ${countDigits(userInput)}")

}

fun countDigits(userInput: String?): Int {

if (userInput.isNullOrBlank()) {

throw IllegalArgumentException("Entrada inválida, la palabra debe tener al menos un carácter")

}

return userInput.count(Char::isDigit)

}

**Salida al no incluir texto:**

Escribe el texto:

Exception in thread "main" java.lang.IllegalArgumentException: Entrada inválida, la palabra debe tener al menos un carácter

Como habíamos especificado, la construcción throw es una expresión. Esta característica te habilita su uso en otras expresiones.

Por ejemplo, countDigits() puede ser refactorizada como una [función con cuerpo de una sola expresión](https://www.develou.com/funciones-en-kotlin/#cuerpo-de-expresion) al indicar a throw como resultado de la [expresión if](https://www.develou.com/expresion-if-en-kotlin/).

fun countDigits(userInput: String?) =

if (userInput.isNullOrBlank())

throw IllegalArgumentException("Entrada inválida, la palabra debe tener al menos un carácter")

else

userInput.count(Char::isDigit)

## Manejar Excepciones En Kotlin

Al igual que en Java, Kotlin te permite capturar excepciones con la expresión try..catch..finally.

Pon en el bloque try el código que es propenso a lanzar excepciones y luego añade bloques catch que verifiquen la aplicabilidad de un subtipo de excepción.

El bloque finally se ejecuta luego de que se aplique o no algún bloque catch. Normalmente aquí liberas los recursos que has tomado del sistema y limpias referencias para evitar fugas de memoria.

Tomemos como ejemplo la conversión de un String a Double. Supongamos que deseamos crear una [función de extensión](https://www.develou.com/funciones-de-extension-en-kotlin/) que envuelva a la función String.toDouble() para que retorne un valor por defecto en caso de que se lance una excepción del tipo NumberFormatException.

fun main() {

println("5.3".toDoubleOrDefault(1.0))

println("5.".toDoubleOrDefault(1.0))

println(".3".toDoubleOrDefault(1.0))

println("dos".toDoubleOrDefault(1.0))

}

fun String.toDoubleOrDefault(defaultValue: Double): Double {

return try {

toDouble()

} catch (e: NumberFormatException) {

defaultValue

}

}

**Salida:**

5.3

5.0

0.3

1.0

Como ves, el bloque catch al atrapar un error de parsing del string debido a un formato incorrecto, retorna el valor por defecto que entra como argumento de toDoubleOrDefault().

Por supuesto esta función también puede ser escrita con cuerpo de expresión:

fun String.toDoubleOrDefault(defaultValue: Double) = try {

toDouble()

} catch (e: NumberFormatException) {

defaultValue

}

## Excepciones Marcadas

Kotlin no diferencia entre excepciones marcadas y no marcadas (checked y unchecked). Las funciones no deben especificar explícitamente que tipo de excepción lanzaran (como el uso de la cláusula throws en la firmas de métodos en Java), ni tampoco se te obliga a atrapar excepciones.

Esto quiere decir que cuando escribes sentencias que invoquen operaciones que lancen excepciones marcadas desde el SDK de Java, el compilador de Kotlin no te resaltará su uso sin bloque try..catch. Por ejemplo, como intentar abrir un archivo que no existe.

fun main() {

val stream = FileInputStream("archivo inválido")

}

Aunque este constructor hace explicito que lanzará una excepción marcada del tipo FileNotFoundException, no recibimos como exigencia controlarla. Obviamente al ejecutar esta sentencia tendremos el aviso esperado:

Exception in thread "main" java.io.FileNotFoundException: archivo inválido (El sistema no puede encontrar el archivo especificado)

Esto no significa que las ignoraremos, el manejo de errores debe seguir siendo parte de tu esquema. Significa que nos permite evitar la propagación de cambios en cadena entre diferentes firmas de funciones, cuando hay modificaciones de excepciones.

## Expresión continue Simple

La expresión continue un una [expresión de salto](https://kotlinlang.org/docs/reference/returns.html) que solo se permite dentro de los cuerpos de los bucles. Su funcionalidad es saltar las sentencias de una iteración y pasar a la siguiente.

Se especifica con la palabra reservada continue para saltar la iteración actual del bucle más interno, si existe anidamiento.

while (loopExpression) {

/\*...\*/

if (ifExpression) {

continue

}

/\* Sentencias saltadas\*/

}

**Ejemplo**:

Imprimir los múltiplos de 4 que existen en el conjunto del 1 al 20.

fun main() {

for (i in 1..20) {

if (i % 4 != 0) {

continue

}

println(i)

}

}

Para diferenciar las iteraciones innecesarias, asociadas a aquellos números no divisibles por cuatro, usaremos una [expresión if](https://www.develou.com/expresion-if-en-kotlin/) que ejecute un salto con continue.
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De esta manera solo se ejecutará la impresión de las iteraciones restantes.

## Expresión continue Etiquetada

Al igual que [break](https://www.develou.com/break-en-kotlin/), la expresión continue puede ser usada en una forma etiquetada denotada con continue@etiqueta.

Donde etiqueta es el identificador del bucle etiquetado, al que deseas generar el salto de iteración.

Loop@ for(i in 1..5){

for (j in 1..7) {

if (ifExpression) {

continue@Loop

}

/\*Sentencias saltadas\*/

}

/\*Sentencias saltadas\*/

}

**Ejemplo:**

Imprimir las posibles parejas entre los caracteres de "Develou" y "Kotlin", solo si la suma de sus enteros equivalentes en [ASCII](https://es.wikipedia.org/wiki/ASCII) es menor o igual a 180.

fun main() {

Loop@ for (d in "Develou") {

for (k in "Kotlin") {

if (d.toByte() + k.toByte() > 180) {

continue@Loop

}

print("($k,$d)")

}

println()

}

}

La solución proveída usa un bucle for dentro de otro con el fin de comparar carácter a carácter.

El problema nos pide descartar las iteraciones irrelevantes de ambos bucles, es decir, cuando ambos caracteres convertidos a número, suman 180.

De esta forma, al anotar el bucle para los caracteres de "Develou" con Loop, podemos saltar tanto el print() de la pareja como el println() exterior.

El resultado en la salida sería:

(K,D)(o,D)(K,e)(K,e)

# La Expresión break En Kotlin

En este tutorial te mostraremos el uso de la expresión break en Kotlin, para que termines tus bucles en una situación precisa. También veras el uso de etiquetas con break y varios ejemplos.

## break Simple En Kotlin

La expresión break es una [expresión de salto](https://kotlinlang.org/docs/reference/returns.html) que se permite solo al interior de los bucles. Su objetivo es pasar el control al siguiente punto del programa luego del bucle, es decir, finalizar el bucle.

En su forma simple, se especifica la palabra reservada break, la cual provoca un salto de ruptura en la sentencia de bucle más interna del alcance actual.

**Ejemplo**: Imprimir la cantidad de caracteres de cada palabra que el usuario ingrese por teclado. Terminar la aplicación si escribe "salir".

fun main() {

while (true) {

print("Escribe una palabra:")

val word = readLine()!!

if (word == "salir") break

println("Caracteres:${word.length}")

}

}

El ejemplo muestra un [bucle while](https://www.develou.com/while-en-kotlin/) que se ejecuta infinitamente. Precisamente usamos una sentencia break simple para terminar con la condición de que sea el string «salir».

Veamos otro ejemplo para un **bucle dentro de otro**.

**Ejemplo**: Comprobar que todos los valores de una matriz sean iguales a uno. De lo contrario especificar invalidez en la primera aparición encontrada de la fila.

fun main() {

val matrix = arrayOf(

intArrayOf(1, 1, 1),

intArrayOf(0, 1, 0),

intArrayOf(1, 1, 0),

)

for (row in matrix.indices) {

for (col in matrix[row].indices) {

if (matrix[row][col] == 0) {

println("Matriz inválida en [$col,$row]")

break

}

}

}

}

El ejemplo muestra una matriz con tres posiciones inválidas: [0,1], [0,2] y [2,2]. Al recorrerla con un doble [bucle for](https://www.develou.com/for-en-kotlin/), se detecta la inconsistencia del primer cero y son impresos solo dos resultados.

Matriz inválida en [0,1]

Matriz inválida en [2,2]

La expresión break nos permitió terminar el bucle de filas prematuramente, asegurándonos de que nos es necesario perder tiempo en más comprobaciones.

## break Etiquetado En Kotlin

Una expresión etiquetada break se define con la sintaxis break@etiqueta, donde etiqueta es el identificador de una sentencia de bucle etiquetada.

etiqueta@ for (i in 1..5) {

/\*...\*/

}

El bucle se etiqueta con el símbolo @ como sufijo al identificador. Al declarar un break que apunte a la etiqueta, este se evaluará como un salto de ruptura de dicho bucle.

etiqueta@ for (i in 1..5) {

for (j in 1..7) {

if (...) break@etiqueta

}

}

**Por ejemplo**: Modifiquemos el ejercicio de la matriz en la sección anterior. Ahora, al encontrar el primer cero se terminará la búsqueda.

fun main() {

val matrix = arrayOf(

intArrayOf(1, 1, 1),

intArrayOf(0, 1, 0),

intArrayOf(1, 1, 0),

)

Loop@ for (row in matrix.indices) {

for (col in matrix[row].indices) {

if (matrix[row][col] == 0) {

println("Matriz inválida en [$col,$row]")

break@Loop

}

}

}

}

Hemos puesto en el bucle de las filas la etiqueta Loop@ e introducido el mecanismo de finalización con break@Loop. Al ejecutar la aplicación, la salida será:

Matriz inválida en [0,1]

## Sintaxis Del Bucle while

Las sentencias del [bucle while](https://kotlinlang.org/docs/reference/control-flow.html#while-loops) se componen de una expresión condicional (subtipo de kotlin.Boolean) y un cuerpo de cero o más sentencias.

while(condition){

/\*...\*/

}

Este bucle repetirá su cuerpo mientras la condición sea true o alguna expresión de salto sea evaluada.

**Ejemplo**: Realizar la sumatoria desde 1 hasta el número 10.

fun main() {

var sum = 0

var i = 1

while (i <= 10) {

sum += i++

}

println("Sumatoria:$sum")

}

El while anterior, usa como condición que el contador i sea menor o igual a 10. Mientras no lo sea, se acumulará en sum el valor del contador en cada iteración.

En la salida del programa tendrás:

Sumatoria:55

Adicionalmente, puedes reemplazar el bloque de código ({}) por sentencias sueltas.

while (i <= 10) sum += i++

## El Bucle do while

El bucle do while tiene en común el uso de la expresión de condición del while, sin embargo su sintaxis es diferente, ya que la condición es evaluada luego de ejecutar las sentencias del cuerpo.

do {

/\*..\*/

}while (condicion)

Esto te asegura que el cuerpo sea ejecutado al menos una vez sin importar que suceda, lo que hace al bucle do while perfecto para la anteposición de una acción.

**Ejemplo**: Preguntarle al usuario cuál es la capital de Colombia y presentarle 4 respuestas alternativas. Si responde mal, presentar de nuevo el mensaje hasta que lo logre.

fun main() {

do {

println("¿Cuál es la capital de Colombia?:")

println("a. La Paz")

println("b. Buenos Aires")

println("c. La Habana")

println("d. Bogotá")

print("Respuesta:")

val option = readLine()!!

val again = option != "d"

if(again){

println("¡Incorrecto!\n")

}else{

println("¡Felicitaciones!\n")

}

} while (again)

}

En el do..while anterior, se muestra como la primer pregunta viene sin tener que valuar la condición. Luego se repite el proceso las iteraciones necesarias hasta que again sea false.

La salida del programa se verías así:

![Ejemplo de bucle do while en Kotlin](data:image/gif;base64,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)

# Bucle for En Kotlin

En este tutorial aprenderás sobre la sintaxis del bucle for en Kotlin para iterar sobre colecciones de elementos. Luego verás ejemplos recorrer estructuras de datos como rangos, arreglos y strings.

* [Sintaxis Del Bucle for](https://www.develou.com/for-en-kotlin/#Sintaxis_Del_Bucle_for)
* [Recorrer Un Rango](https://www.develou.com/for-en-kotlin/#Recorrer_Un_Rango)
* [Recorrer Un Array](https://www.develou.com/for-en-kotlin/#Recorrer_Un_Array)
* [Recorrer Un String](https://www.develou.com/for-en-kotlin/#Recorrer_Un_String)
* [¿Qué Sigue?](https://www.develou.com/for-en-kotlin/#Que_Sigue)

## Sintaxis Del Bucle for

El bucle [for](https://kotlinlang.org/docs/reference/control-flow.html" \l "for-loops" \t "_blank) en Kotlin se asemeja a las sentencias foreach de otros lenguajes, donde se provee un iterador (iterator()) para recorrer los elementos de datos estructurados.

La sentencia se compone de una **declaración de variables**, una **expresión contenedora**, compuesta por el operador in y los datos estructurados (arreglos, listas, etc.), y el **cuerpo del bucle**.

![Sintaxis de for en Kotlin](data:image/png;base64,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)

**Ejemplo**: Imprimir la cuenta del uno al cinco.

fun main(){

for(i in 1..5){

println("Contando $i")

}

}

Como ves, la variable declarada es i y la estructura de datos es un rango del 1 al 5. Lo que significa que el cuerpo se ejecutará cinco veces.

El valor de i es accesible desde el cuerpo, por lo que puedes [imprimir su contenido](https://www.develou.com/flujo-de-entrada-y-salida-en-kotlin/) con println():

Contando 1

Contando 2

Contando 3

Contando 4

Contando 5

Aunque usamos el cuerpo como un bloque de código, al ser una sola sentencia, puedes omitir las llaves.

for (i in 1..5) println("Contando $i")

A continuación, verás algunos ejemplos de iteraciones sobre colecciones.

## Recorrer Un Rango

El siguiente es un ejemplo que recorre el [rango](https://www.develou.com/rangos-en-kotlin/) de caracteres [‘a’,’f’]. Verás varios bucles for usando progresiones (por escribir) con el fin de manipular el ritmo y orden de las iteraciones.

fun main() {

// iteración regular

for (char in 'a'..'f') print(char)

// iteración con avance de 2

println()

for (char in 'a'..'f' step 2) print(char)

println()

// iteración en reversa

for (char in 'f' downTo 'a') print(char)

// iteración excluyendo el límite superior

println()

for (char in 'a' until 'f') print(char)

}

La salida del programa será:

abcdef

ace

fedcba

abcde

## Recorrer Un Array

Para iterar a lo largo de un arreglo con el bucle for, debemos usar como base los índices de sus elementos.

Esto significa, que usamos en la declaración de variable el índice y luego expresamos su existencia sobre la propiedad rango entero indices.

**Ejemplo**: Crear un arreglo con cinco nombres de campeones e imprimir su índice y valor.

fun main() {

val champions = arrayOf("Teemo", "Ahri", "Vayne", "Brand", "Kindred")

for (i in champions.indices) {

println("[$i, ${champions[i]}]")

}

}

La salida será:

[0, Teemo]

[1, Ahri]

[2, Vayne]

[3, Brand]

[4, Kindred]

Adicionalmente, Kotlin te permite reescribir la sentencia for anterior con el método withIndex(), el cual retorna en elementos IndexedValue, que contienen el índice y el valor.

Dichos valores pueden ser recibidos en un [declaración de desestructuración](https://www.develou.com/desestructuracion-en-kotlin/) de la forma (indice, valor). La cual es accesible desde el cuerpo del bucle.

fun main() {

val champions = arrayOf("Teemo", "Ahri", "Vayne", "Brand", "Kindred")

// Desestructuración de elementos de Array

for ((i, v) in champions.withIndex()) {

println("[$i, $v]")

}

}

## Recorrer Un String

También es posible iterar sobre un string con el bucle for. La sentencia interpretará la posición y valor de cada carácter.

**Ejemplo**: Imprimir el string "Develou" en forma vertical.

fun main(){

for(c in "Develou"){

println(c)

}

}

En la salida de la aplicación tendrás:

D

e

v

e

l

o

u

# La Expresión When En Kotlin

En este tutorial aprenderás a cómo usar la expresión when en Kotlin, con el fin de manipular el flujo de tus programas, a partir de varias entradas con sus respectivas condiciones.

* [when Como Sentencia](https://www.develou.com/expresion-when-en-kotlin/#when_Como_Sentencia)
* [Múltiples Valores En Una Entrada](https://www.develou.com/expresion-when-en-kotlin/#Multiples_Valores_En_Una_Entrada)
* [Usar Expresiones Como Condición](https://www.develou.com/expresion-when-en-kotlin/#Usar_Expresiones_Como_Condicion)
* [Rangos En When](https://www.develou.com/expresion-when-en-kotlin/#Rangos_En_When)
* [Comparar Tipos Con when](https://www.develou.com/expresion-when-en-kotlin/#Comparar_Tipos_Con_when)
* [Usar When Como If](https://www.develou.com/expresion-when-en-kotlin/#Usar_When_Como_If)
* [Declaración De Variable En El Sujeto](https://www.develou.com/expresion-when-en-kotlin/#Declaracion_De_Variable_En_El_Sujeto)
* [When Como Expresión](https://www.develou.com/expresion-when-en-kotlin/#When_Como_Expresion)
* [¿Qué Sigue?](https://www.develou.com/expresion-when-en-kotlin/#Que_Sigue)

## when Como Sentencia

La [expresión condicional when](https://kotlinlang.org/docs/reference/control-flow.html#when-expression) te permite comparar el valor de un argumento (sujeto) contra una lista de entradas.

Las entradas tienen condiciones asociadas al cuerpo que se ejecutará (condición -> cuerpo). Dichas condiciones pueden ser:

* Expresiones
* Comprobaciones de rangos
* Comprobaciones de tipos

Al haber coincidencia, se ejecuta el código en el cuerpo de la entrada (caso/rama) correspondiente.

**Ejemplo**: Tomar la entrada del usuario y determinar si es el carácter y para continuar, n para cerrar. De lo contrario asimilar como entrada inválida.

fun main() {

val input = 'y'

when (input) {

'y' -> print("Continuando...")

'n' -> print("Cerrando...")

else -> print("Entrada inválida")

}

}

El resultado de la evaluación anterior es:

Continuando...

Al igual que la [expresión if](https://www.develou.com/expresion-if-en-kotlin/), se usa else en caso de que ninguna de las entradas sea satisfecha.

when se podría considerar análoga a la sentencia switch de Java. Solo que when no requiere sentencias break para determinar la terminación de las ramas de condición.

## Múltiples Valores En Una Entrada

Si quieres comprobar múltiples valores en una entrada, pasa la lista separada por comas a la condición para el when.

**Ejemplo**: Determinar que turno le toca al operario según la balota que obtuvo en el sorteo.

fun main() {

val input = 2

when (input) {

1, 2, 3 -> print("Te toca turno nocturno")

4, 5, 6 -> print("Te toca turno diurno")

}

}

El resultado en consola es:

Te toca turno nocturno

## Usar Expresiones Como Condición

Como viste al inicio, las entradas reciben expresiones que puedan ser emparejadas con el sujeto.

Además de literales, también es posible usar expresiones variadas como conjunciones, comparaciones, operaciones, instanciaciones, etc.

**Ejemplo**: Determinar si la entrada coincide con los límites del tipo Char.

fun main() {

val input = 100

when (input) {

Char.MAX\_VALUE.toInt() -> print("Límite superior")

Char.MIN\_VALUE.toInt() -> print("Límite inferior")

else -> print("No es ninguno de los límites")

}

}

Como salida tendrás:

No es ninguno de los límites

## Rangos En When

Puedes usar rangos como condiciones de las entradas del when. Denota la coincidencia con el operador in o !in.

**Ejemplo**: Determinar si número que el usuario introduce por teclado pertenece a los rangos [0,49] o [50,99].

fun main() {

print("Ingresa el número:")

val input = readLine()!!.toInt()

when (input) {

in 1..49 -> print("$input pertenece a [1..49]")

in 50..99 -> print("$input pertence a [50..99]")

else -> print("Fuera de los rangos contemplados")

}

}

Si ingresas el número 40, tendrás:

40 pertenece a [1..49]

## Comparar Tipos Con when

when comprueba si una variable es de un tipo para determinar las acciones a seguir. La comparación es realizada con el operador is.

**Ejemplo**: Comprobar si la respuesta de un formulario hipotético se tomó como entera o cadena.

fun main() {

val formResponse: Any = 12

when (formResponse) {

is Int -> print("Respuesta Entera")

is String -> print("Respuesta String")

}

}

A diferencia de Java, no es necesario castear la variable para determinar si es el tipo correcto. A esto se le llama **Smart Cast** en Kotlin.

**Por ejemplo**: Usar el código anterior y multiplicar los resultados por 100, sin importar el tipo.

fun main() {

val formResponse: Any = "12"

when (formResponse) {

is Int -> {

val times = formResponse \* 100

print("Respuesta Entera:$times")

}

is String -> {

val times = formResponse.toInt() \* 100

print("Respuesta String:$times")

}

}

}

Al ejecutar tendrás:

Respuesta String:1200

Nota que IntelliJ IDEA sobresalta el valor interpretado por el Smart Cast.

![Smart cast to kotlin.String](data:image/png;base64,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)

## Usar When Como If

Por otro lado, si deseas comprobar expresiones booleanas sin tener un valor de comparación, entonces el when puede escribirse sin argumento.

fun main() {

val a = -5

when {

a > 0 -> print("Es positivo")

a == 0 -> print("Es cero")

else -> print("Es negativo")

}

}

## Declaración De Variable En El Sujeto

Si deseas pasar una variable en el argumento del when, debes crear una expresión de asignación a una variable de solo lectura.

**Ejemplo**: Calcular el daño recibido por el jugador dependiendo de la suma de su suerte y bonos adicionales.

fun main() {

val playerLucky = 0.2

val bonus = 0.3

when (val damage: Double = playerLucky + bonus) {

in 0.0..0.3 -> print("Daño recibido:${damage \* 10}")

in 0.3..0.6 -> print("Daño recibido:${damage \* 20}")

in 0.6..1.0 -> print("Daño recibido:${damage \* 30}")

}

}

Como ves, la variable damage es declarada e inicializada en el sujeto del when, lo que permite usarla en su bloque de estructura.

El programa imprime el siguiente valor:

Daño recibido:10.0

## When Como Expresión

when puede ser usado como expresión en retornos y asignaciones de variables como la expresión if.

Es obligatorio usar la rama else, a menos que se garantice que las ramas definidas cubren todas las posibles opciones (Exhaustive when expression).

**Por ejemplo**: Imprimir el texto equivalente al número de una calificación que va del 1 al 5.

fun main() {

val markNumber = 4

val markText = when (markNumber) {

1 -> "Insuficiente"

2 -> "Deficiente"

3 -> "Aceptable"

4 -> "Sobresaliente"

5 -> "Excelente"

else -> "No permitido"

}

print("La calificación es: $markText")

}

Al número 4 le correspondería el resultado de:

La calificación es: Sobresali

# La Expresión if En Kotlin

Este tutorial te ayudará a usar la expresión if en Kotlin para que puedas bifurcar el flujo de tus aplicaciones, al evaluar condiciones.

* [If Como Sentencia](https://www.develou.com/expresion-if-en-kotlin/#If_Como_Sentencia)
* [If Como Expresión](https://www.develou.com/expresion-if-en-kotlin/#If_Como_Expresion)
  + [If Y Else En Expresión](https://www.develou.com/expresion-if-en-kotlin/#If_Y_Else_En_Expresion)
  + [Usar Ramas Como Bloques](https://www.develou.com/expresion-if-en-kotlin/#Usar_Ramas_Como_Bloques)
* [¿Qué Sigue?](https://www.develou.com/expresion-if-en-kotlin/#Que_Sigue)

## If Como Sentencia

La [estructura de control if](https://kotlinlang.org/docs/reference/control-flow.html#if-expression), te ayuda a conducir el flujo de tu aplicación, basada en la evaluación de una expresión que produzca un resultado booleano.

if(expresion){

// Acciones si se cumple

}else if (expresion2){

// Acciones si se cumple

}else{

// Acciones si nada se cumple

}

Procesa el resultado adverso de la expresión con else y agrega más evaluaciones alternas con else if.

**Ejemplo**: Determinar si el jugador puede aprender una habilidad que requiere el nivel 45.

fun main() {

val level = 12

if (level >= 45) {

println("Aprendiste Acrobacia")

} else {

println("Se requiere nivel 45. Nivel actual $level")

}

}

El resultado sería:

Se requiere nivel 45. Nivel actual 12

El flujo de ejecución ejecuto las sentencias del cuerpo de else, porque obviamente 12 es menor a 45.

## If Como Expresión

A diferencia de Java, el condicional if es una expresión primaria en Kotlin.

Esto significa que al evaluar una condición produce un valor, que puede ser usado en el retorno de una función o en la asignación a una variable.

Veamos el contraste con un ejemplo.

**Ejemplo**: Evaluar la vida del enemigo, si es menor o igual a 15, establecer el ataque de la carta en 9, de lo contrario en 6.

fun main() {

val enemyHeroHealth = 16

val cardAttack: Int

if (enemyHeroHealth <= 15) {

cardAttack = 9

} else {

cardAttack = 6

}

println("Ataque:$cardAttack")

}

El anterior uso del if como sentencia puede ser reescrito con la siguiente expresión:

val cardAttack = if (enemyHeroHealth <= 15) 9 else 6

De esta forma mejoras la legibilidad para un if cuyo propósito es muy simple para la sintaxis tradicional.

fun main() {

val enemyHeroHealth = 16

val cardAttack = if (enemyHeroHealth <= 15) 9 else 6

println("Ataque:$cardAttack")

}

El resultado sería:

Ataque:6

### If Y Else En Expresión

Es obligatorio usar else cuando usas if como expresión. De lo contrario el compilador te marcará el error.

'if' must have both main and 'else' branches if used as an expression
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### Usar Ramas Como Bloques

La rama if y else pueden ser convertidas en bloques si usas llaves. Esto quiere decir que puedes tener múltiples líneas en el cuerpo de cada una.

La última expresión debe ser el valor resultante del bloque.

Por ejemplo, modifiquemos el código anterior para agregar [impresiones](https://www.develou.com/flujo-de-entrada-y-salida-en-kotlin/) correspondientes al valor establecido.

fun main() {

val enemyHeroHealth = 16

val cardAttack = if (enemyHeroHealth <= 15) {

println("Grrrrrrrr!!")

9

} else {

println("...")

6

}

println("Ataque:$cardAttack")

}

La salida del programa será:

...

Ataque:6

Si remueves el valor 6 de la rama else, verás que el compilador infiere el tipo como Any, ya que println() retorna en Unit, y se realiza un casting.
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Al ejecutar la aplicación así, la variable cardAttack habrá tomado una referencia Unit.

...

Ataque:kotlin.Unit

Si quieres asegurar que el valor sea siempre entero, entonces especifica Int en la declaración de la variable.

De esta forma el compilador no inferirá otros tipos y se te presentará el error guía.
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# Operadores En Kotlin

En este tutorial, aprenderás acerca de los [operadores en Kotlin](https://kotlinlang.org/docs/reference/keyword-reference.html#operators-and-special-symbols) y cómo usarlos para crear expresiones con [variables](https://www.develou.com/variables-en-kotlin/).

* [Operadores De Signo](https://www.develou.com/operadores-en-kotlin/#Operadores_De_Signo)
* [Operadores Aritméticos](https://www.develou.com/operadores-en-kotlin/#Operadores_Aritmeticos)
* [Operadores De Asignación Compuesta](https://www.develou.com/operadores-en-kotlin/#Operadores_De_Asignacion_Compuesta)
* [Operadores De Incremento Y Decremento](https://www.develou.com/operadores-en-kotlin/#Operadores_De_Incremento_Y_Decremento)
* [Operadores Relacionales](https://www.develou.com/operadores-en-kotlin/#Operadores_Relacionales)
* [Operadores Lógicos](https://www.develou.com/operadores-en-kotlin/#Operadores_Logicos)
* [Operadores A Nivel De Bits](https://www.develou.com/operadores-en-kotlin/#Operadores_A_Nivel_De_Bits)
* [¿Qué Sigue?](https://www.develou.com/operadores-en-kotlin/#Que_Sigue)

## Operadores De Signo

Comenzamos con los operadores unarios que representan la propiedad de un número de ser negativo, representado por -, o positivo, representado por +.

| **Operador** | **Expresión** | **Función equivalente** |
| --- | --- | --- |
| + | +a | a.unaryPlus() |
| - | -a | a.unaryMinus() |

Ejemplo: Negar una variable con el valor de -3

fun main() {

val a = -3

println("a=${-a}")

}

Por ley de signos la salida será:

a=3

## Operadores Aritméticos

Te permiten expresar operaciones aritméticas entre dos operandos.

| **Operador** | **Operación** | **Expresión** | **Función Equivalente** |
| --- | --- | --- | --- |
| + | Suma | a+b | a.plus(b) |
| - | Resta | a-b | a.minus(b) |
| \* | Multiplicación | a\*b | a.times(b) |
| / | División | a/b | a.div(b) |
| % | Residuo | a%b | a.rem(b) |

**Ejemplo**: Imprimir el resultado de todas las operaciones aritméticas con los números 10 y 20.

fun main() {

val a = 10

val b = 20

println("($a + $b)= ${a + b}")

println("($a - $b)= ${a - b}")

println("($a x $b)= ${a \* b}")

println("($a / $b)= ${a / b}")

println("($a % $b)= ${a % b}")

}

El resultado sería:

(10 + 20)= 30

(10 - 20)= -10

(10 x 20)= 200

(10 / 20)= 0

(10 % 20)= 10

Como ves, **al dividir dos enteros**, se conserva la parte entera como resultado y se descartan lo decimales.

## Operadores De Asignación Compuesta

Estos operadores son la combinación entre el operador de asignación y los operadores aritméticos, con el fin de usar como operando la variable de resultado.

**Por ejemplo**: si quieres acumular el valor de b en a, la abreviación para el operador compuesto de suma es la siguiente:

a += b // a = a + b

De esta manera, la siguiente tabla resume a los demás:

| **Operador** | **Expresión simplificada** | **Expresión Completa** | **Función Equivalente** |
| --- | --- | --- | --- |
| += | a+=b | a=a+b | a.plusAssign(b) |
| -= | a-=b | a=a-b | a.minusAssign(b) |
| \*= | a\*=b | a=a\*b | a.timesAssign(b) |
| /= | a/=b | a=a/b | a.divAssign(b) |
| %= | a%=b | a=a%b | a.remAssign(b) |

Ejemplo: Aplicar todos los operadores de asignación compuesta con un operando de 5 sobre un valor de 100. Al final imprimir el resultado.

fun main() {

var a = 100

val b = 5

a += b

println("+= $a")

a -= b

println("-= $a")

a \*= b

println("\*= $a")

a /= b

println("/= $a")

a %= b

println("%= $a")

}

La salida de la ejecución será:

+= 105

-= 100

\*= 500

/= 100

%= 0

## Operadores De Incremento Y Decremento

El operador de incremento, representado por dos signos de suma (++), incrementa en la unidad al operando.

monstersKilled++

Análogamente, el operador de decremento, doble signo menos (--), disminuye en la unidad al operando.

hearts--

El incremento depende de si el operador es prefijo o sufijo del operando:

* **Prefijo**: Se realiza el incremento sobre la variable y luego es usada en la expresión que la contiene.
* **Sufijo**: Se usa la variable en la expresión y luego si se aplica el incremento.

Ejemplo: Declarar una variable entera con el valor de 2 e imprimir su valor luego de incrementar con prefijo y decrementar con sufijo.

fun main() {

var a = 2

println("De $a a ${++a}")

println("De $a a ${a--}")

println("Valor final > $a")

}

El resultado será:

De 2 a 3

De 3 a 3

Valor final > 2

Aunque el valor es disminuido en la segunda impresión, este no se hace efectivo sino hasta que se termina la línea. Por eso el resultado final es 2 en la tercera impresión.

## Operadores Relacionales

Los operadores relacionales te permiten verificar enunciados de igualdad y desigualdad entre dos valores. El tipo de dato resultante de la expresión es Boolean, indicando la veracidad del enunciado expresado.

Aquí hay una la tabla de estos operadores:

| **Operador** | **Enunciado** | **Expresión** | **Función Equivalente** |
| --- | --- | --- | --- |
| == | a es igual a b | a==b | a?.equals(b) ?: (b === null) |
| != | a es diferente de b | a!=b | !(a?.equals(b) ?: (b === null)) |
| < | a es menor que b | a<b | a.compareTo(b)<0 |
| > | a es mayor que b | a>b | a.compareTo(b)>0 |
| <= | a es menor ó igual que b | a<=b | a.compareTo(b)<=0 |
| >= | a es mayor o igual que b | a>=b | a.compareTo(b)>=0 |

**Ejemplo**: Usar los operadores relacionales entre los números 17 y 20.

fun main() {

val a = 17

val b = 20

println("$a es igual a $b: ${a == b}")

println("$a es diferente a $b: ${a != b}")

println("$a es menor que $b: ${a < b}")

println("$a es mayor que $b: ${a > b}")

println("$a es menor o igual que $b: ${a <= b}")

println("$a es mayor o igual que $b: ${a >= b}")

}

La salida será:

17 es igual a 20: false

17 es diferente a 20: true

17 es menor que 20: true

17 es mayor que 20: false

17 es menor o igual que 20: true

17 es mayor o igual que 20: false

## Operadores Lógicos

Los operadores lógicos te permiten crear expresiones de lógica proposicional como lo son conjunción, disyunción y negación.

| **Operador** | **Descripción** | **Expresión** |
| --- | --- | --- |
| && | Conjunción (and): el resultado es true si a y b son true | a&&b |
| || | Disyunción (or): el resultado es true si a o b son true | a||b |
| ! | Negación (not): el resultado es false si a es true, o viceversa | !a |

**Ejemplo**: Usar las proposiciones «5 mayor que 0» y «5 es par» para comprobar el funcionamiento de los operadores lógicos.

fun main() {

val input = 5

var res: Boolean

val greaterThanZero = input > 0

val isEven = input % 2 == 0

res = greaterThanZero && isEven

println("Es mayor que cero y par:$res")

res = greaterThanZero || isEven

println("Es mayor que cero o par:$res")

res = greaterThanZero && !isEven

println("Es mayor que cero e impar:$res")

}

## Operadores A Nivel De Bits

Kotlin provee funciones para los tipos primitivos enteros, que actúan como operadores a nivel de bits.

| **Función** | **Descripción** | **Expresión** |
| --- | --- | --- |
| and() | **and** bit a bit | a and b |
| or() | **or** bit a bit | a or b |
| xor() | **xor** bit a bit | a xor b |
| inv() | **not** bit a bit | a.inv() |
| shl() | Desplazamiento de bits a la izquierda | a shl b |
| shr() | Desplazamiento de bits a la derecha | a shr b |
| ushr() | Desplazamiento de bits a la derecha sin signo | a ushr b |

**Ejemplo**: Operar a nivel de bits los números enteros 5 y 7.

fun main() {

val a = 5

val b = 7

println("a and b: ${a and b}")

println("a or b: ${a or b}")

println("a xor b: ${a xor b}")

println("a.inv(): ${a.inv()}")

println("a shl b: ${a shl b}")

println("a shr b: ${a shr b}")

println("a ushr b: ${a ushr b}")

}

El resultado de las operaciones a nivel de bits sería:

a and b: 5

a or b: 7

a xor b: 2

a.inv(): -6

a shl b: 640

a shr b: 0

a ushr b: 0

## Casting Inteligente En Kotlin

El compilador de Kotlin tiene la capacidad de realizar en una sola operación la verificación de tipo y casting. Permitiéndote usar inmediatamente el resultado del casting en el contexto aplicado.

A esta capacidad se le conoce como [**Smart cast**](https://kotlinlang.org/docs/typecasts.html#smart-casts) o casting inteligente. Cuando usas el operador is, el compilador castea explícitamente el valor y hace consciente a las siguientes sentencias del resultado.

Por ejemplo:

Considera la declaración del tipo Movable, el cual permite responder a peticiones a los objetos que se muevan. Esta interfaz contendrá una operación para calcular la rapidez del objeto.

interface Movable {

fun calculateSpeed(): Double

}

Ahora crearemos tres clases para representar bicicletas, autos y personas. Cada uno tendrá una propiedad base que permitirá deducir la rapidez. En las bicicletas influirá el tamaño de las llantas, para los autos los caballos de fuerza del motor y en las personas su peso corporal:

class Bike(val tireSize: Int) : Movable {

override fun calculateSpeed() = tireSize \* 5.0

}

class Car(val horsepower: Int) : Movable {

override fun calculateSpeed() = horsepower \* 0.62

}

class Person(val weigth: Double) : Movable {

override fun calculateSpeed() = weigth \* 0.72

}

Comprobemos el uso del smart cast creando una función que verifique los datos de un tipo Movable e imprima la rapidez que alcanza y su propiedad base:

fun main() {

verify(Bike(22))

verify(Car(300))

verify(Person(60.0))

}

fun verify(movable: Movable) {

if (movable is Bike) {

print("Bicicleta corre a: ${movable.calculateSpeed()}km/h Tamaño de llanta: ${movable.tireSize}mm")

return

}

if (movable is Car) {

print("Auto corre a: ${movable.calculateSpeed()}km/h Caballos de fuerza: ${movable.horsepower}hp")

return

}

if (movable is Person) {

print("Persona corre a: ${movable.calculateSpeed()}km/h Peso: ${movable.weigth}kg")

return

}

}

**Salida:**

Bicicleta corre a: 110.0km/h Tamaño de llanta: 22mm

Auto corre a: 186.0km/h Caballos de fuerza: 300hp

Persona corre a: 43.199999999999996km/h Peso: 60.0kg

Como ves, el parámetro movable en ningún momento se castea, ya que el uso del operador is en cada expresión if lo hace automáticamente. Por esta razón podemos acceder a las variables particulares de cada clase en el bloque de código.

### Smart Cast En Expresión When

El compilador extiende esta capacidad a la [expresión when](https://www.develou.com/expresion-when-en-kotlin/) cuando realizas verificaciones de tipo en sus ramas. Por ejemplo, si refactorizamos la función anterior verás:

fun verify(movable: Movable){

when(movable){

is Bike -> println("Bicicleta corre a: ${movable.calculateSpeed()}km/h" +

" Tamaño de llanta: ${movable.tireSize}mm")

is Car -> println("Auto corre a: ${movable.calculateSpeed()}km/h " +

"Caballos de fuerza: ${movable.horsepower}hp")

is Person->println("Persona corre a: ${movable.calculateSpeed()}km/h " +

"Peso: ${movable.weigth}kg")

else -> throw IllegalArgumentException("Tipo desconocido")

}

}

El uso de is en cada caso del when realiza el casting explícitamente para que el bloque de la rama use directamente a movable como el tipo verificado.

### Reglas Para Smart Cast

Cuando el compilador encuentra una verificación de tipo e intenta realizar el casting, se asegura de que el valor no cambiará en el momento de usarse. Por lo cual, este proceso funciona solo en:

* **Variables locales de solo lectura**: Siempre, excepto las propiedades locales delegadas
* **Propiedades de solo lectura**: Solo si la propiedad es private, protected o si la verificación de tipo se realiza en el mismo módulo. No se aplica si la propiedad está marcada como open o si tiene getter personalizado.
* **Variables mutables locales**: Solo si la variable no ha sido modificada entre la verificación y el uso, si no ha sido modificada por una función lambda y si no es una propiedad local delegada
* **Propiedades mutables**: Nunca

## Operador De Casting Inseguro

Para realizar un casting se usa el operador de infijo as. Con el expresas el enunciado «tomar operador izquierdo como tipo derecho».

Por ejemplo:

fun main() {

showBike(Bike(30))

}

fun showBike(movable: Movable){

val bike = movable as Bike

print(bike.calculateSpeed())

}

**Salida:**

150.0

¿Que pasaría si usaramos la versión anulable de Movable?

fun main() {

showBike(null)

}

fun showBike(movable: Movable?){

val bike = movable as Bike

print(bike.calculateSpeed())

}

**Salida:**

Exception in thread "main" java.lang.NullPointerException: null cannot be cast to non-null type Bike

Aunque el compilador no marca un aviso al usar as con un tipo anulable, en la ejecución se lanzará un NPE al pasar null en showBike().

La forma de evitar esta excepción, es declarar a bike como Bike?:

fun main() {

showBike(null)

}

fun showBike(movable: Movable?){

val bike = movable as Bike?

print(bike?.calculateSpeed())

}

**Salida:**

null

## Operador De Casting Seguro

El casting entre tipos puede ser cubierto con el operador de acceso seguro junto al operador de casting, es decir, la construcción as?. Este evita excepciones de casting si los tipos son diferentes.

Toma como ejemplo la expresión movable as? Bike, si movable es de tipo Bike, entonces se consume el casting movable as Bike.

Si movable no es tipo Bike, entonces el resultado será null. Esto podemos verlo cuando pasamos una instancia de Person() en showBike():

fun main() {

showBike(Person(54.0))

}

fun showBike(movable: Movable){

val bike = movable as? Bike

print(bike?.calculateSpeed())

}

El resultado será null al usar el operador de casting seguro as?, lo que nos evita una excepción del tipo ClassCastException.

## Conversión Explícita

Las [conversiones explicitas](https://kotlinlang.org/docs/reference/basic-types.html#explicit-conversions) son exigidas por el compilador cuando intentas asignar un tipo de dato numérico que difiere de sus familiares.

**Por ejemplo**: Intentar inicializar una variable Int con un tipo Short:

val level: Short = 75

val first: Int = level

Del ejemplo anterior esperarías una conversión implícita de tipo, ya que Short es un entero más pequeño que Int. Sin embargo no es el caso.

En Kotlin los tipos pequeños no son subtipos de los grandes. Por ello el compilador de arrojará el siguiente error.

Type mismatch: inferred type is Short but Int was expected
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Para realizar la conversión explicita en Kotlin del escenario anterior, usa el método toInt().

val level: Short = 75

val first: Int = level.toInt()

Adicionalmente, IntelliJ IDEA te ayuda a encontrar la solución si haces click en la bombilla roja, y seleccionas **Convert expression to ‘Int’**.
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## Métodos De Conversión

Si exploras la clase Number de Kotlin, verás que cada tipo primitivo que herede de ella, tiene los siguientes métodos de conversión.

* toDouble()
* toFloat()
* toLong()
* toInt()
* toChar()
* toShort()
* toByte()

Debido a la diferencia de tamaño de bits en cada tipo, las conversiones aplicaran **truncados** o **redondeos** necesarios, cuando el tamaño difiera.

**Ejemplo**: Imprimir el resultado de la conversión explícita de un número entero que exceda el rango de Short:

fun main() {

// Redondeo y truncado en conversiones explícitas

val measure = 4005215

println("toShort():${measure.toShort()}")

}

La salida de la aplicación será:

toShort():7519

Al no pertenecer al rango Short.MIN\_VALUE y Short.MAX\_VALUE, se usa el truncado con los 16 bits menos significativos del entero.

## Crear Arrays

Un [arreglo](https://kotlinlang.org/docs/basic-types.html#arrays) es una estructura con valores de datos, que están almacenados de forma contigua en memoria. Todos los elementos son referenciados por un mismo nombre y tienen el mismo tipo de dato.

Los elementos estarán indexados tomando como base el 0 y el tamaño declarado del arreglo será fijo.
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Kotlin usa la clase genérica Array<T> para representar arreglos. Crear instancias con un tipo parametrizado usa los siguientes métodos:

* arrayOf(vararg elements:T): recibe un argumento variables con elementos de tipo T y retorna el arreglo que los contiene.
* arrayOfNulls(size:Int): crea un arreglo de tamaño size con elementos de tipo T e inicializa los valores con null
* emptyArray(): crear un arreglo vacío con el tipo T

**Por ejemplo:**

Considera que necesitas almacenar el valor de los ingresos de 12 meses del usuario. En vez de crear 12 variables para cada mes (januaryIncome, febrauryIncome, etc.) optas por crear un arreglo con estos elementos:

val income = arrayOf<Double>(

0.5, 2.5, 4.0, 5.0,

4.5, 6.0, 7.6, 8.0,

5.0, 6.4, 4.0, 9.1

)

Al igual que cualquier declaración de instancias, puedes omitir el tipo parametrizado <Double> porque el compilador de Kotlin puede inferirlo.

### Usar Constructor Array()

Si deseas crear un array con un tamaño especifico y calcular todos sus elementos a partir de una función, entonces usa el constructor Array(size, init).

Por ejemplo, creemos un array que contenga los número del 1 al 10 con signo negativo:

fun main() {

val negativeNumbers = Array(10) { -(it + 1) }

println(negativeNumbers.joinToString())

}

**Salida:**

-1, -2, -3, -4, -5, -6, -7, -8, -9, -10

El segundo parámetro init de Array() es del [tipo función](https://www.develou.com/tipos-funcion-en-kotlin/) Int -> T, donde el parámetro entero es el índice y el cuerpo la expresión que calcula el valor del elemento. Por esto pasamos la función lambda { -(it + 1) }.

La función joinToString() permite crear un String legible para imprimir. Aunque también puedes usar contentToString().

println(negativeNumbers.contentToString())

// [-1, -2, -3, -4, -5, -6, -7, -8, -9, -10]

## Acceso A Elementos

La clase Array te provee operadores set() y get() para asignar y obtener valores en los índices de tus arreglos. Sin embargo, es preferible usar el operador de acceso indexado [ ] para referirte a los elementos.

fun main() {

val planets = arrayOfNulls<String>(8)

planets[0] = "Mercurio"

planets[1] = "Venus"

planets[2] = "Tierra"

planets[3] = "Júpiter"

planets[4] = "Saturno"

planets[5] = "Urano"

planets[6] = "Neptuno"

planets[7] = "Plutón"

println(planets.contentToString())

}

**Salida:**

[Mercurio, Venus, Tierra, Júpiter, Saturno, Urano, Neptuno, Plutón]

Como ves, la asignación a cada posición del array de planetas se realiza con los índices en corchetes. La tierra como está en la posición 3 sería asignada con [2].

## Recorrer Arrays

Una de las formas más convencionales de recorrer arreglos es a través del [bucle for](https://www.develou.com/for-en-kotlin/) a través del operador in junto a la propiedad de extensión indices. Esta contiene el rango válido de los índices del array.

Retomemos el ejemplo anterior de planetas. Si quisiéramos imprimir cada línea con la posición y el bucle para recorrerlo se vería así:

fun main() {

val planets = arrayOfNulls<String>(8)

planets[0] = "Mercurio"

planets[1] = "Venus"

planets[2] = "Tierra"

planets[3] = "Júpiter"

planets[4] = "Saturno"

planets[5] = "Urano"

planets[6] = "Neptuno"

planets[7] = "Plutón"

for(i in planets.indices){

println("${planets[i]} está en la posición ${i+1}")

}

}

**Salida:**

Mercurio está en la posición 1

Venus está en la posición 2

Tierra está en la posición 3

Júpiter está en la posición 4

Saturno está en la posición 5

Urano está en la posición 6

Neptuno está en la posición 7

Plutón está en la posición 8

Ahora, también es posible usar el atributo size del mismo array:

for (i in 0 until planets.size) {

println("${planets[i]} está en la posición ${i + 1}")

}

Otra opción es usar la función de extensión forEachIndexed(), la cual recibe como parámetros el índice y el valor, y te permite imprimir en el cuerpo:

planets.forEachIndexed { i, v ->

println("$v está en la posición ${i+1}")

}
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